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Introduction
Templating is a C++ feature that mainly allows the compiler to generate type specific
version of function if given a template description for the function.
This feature can also be used to improve code that makes use of polymorphic objects.
Instead of resolving a function call on a polymorphic object at runtime, the object itself
is a template specialization of the requested container functions. While this does not
give all the benefits of polymorphism, it can be faster.

Task
Develop a Clang-based refactoring tool, that automatically detects function with identical
instruction content but differing input parameters, and automatically generate a template
description for this function. Replace the uses of all functions found to now use the
template function. Research the extent to which this approach can be used to handle
runtime resolved calls to functions of polymorphic objects, and implement a proof-of-
concept of this functionality in the refactoring tool.

1 int square_int(int a) {return a*a;}
2 double square_double(double b) {return b*b;}

Figure 1: Two functions with identical instructions but differing function signiture

1 template<typename T>
2 T square_T(T value){return value*value;}

Figure 2: A template version of the above functions, which will be compiler instantiated

What you will be doing

(a) Develop a Clang refactoring tool, which detects transformable functions, and
generates a templated version of this function accordingly

(b) Evaluate this approach w.r.t. applicability and commonness of occurrence
(c) Extend this approach to reduce or remove polymorphic function calls via templating
(d) Evaluate the performance changes of the de-polymorphed code

Qualifications

• Knowledge of the Clang tooling library [1].

• Experience with modern C++, especially the template construct and polymor-
phism [2].
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